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Практическая работа №9

**Вариант №3 – Префиксный калькулятор**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

1. **package** Calculator;
2. **import** java.util.Scanner;
3. **import** java.util.Stack;
5. **public** **class** Calculator {
6. **public** **static** **int** evaluate(String mathLine) {
7. **char**[] nums = mathLine.toCharArray();
9. Stack<Integer> values = **new** Stack<>();
10. Stack<Character> ops = **new** Stack<>();
12. **for** (**int** i = 0; i < nums.length; i++) {
13. **if** (nums[i] == ' ')
14. **continue**;
16. **if** (nums[i] >= '0' && nums[i] <= '9') {
17. StringBuffer sbuf = **new** StringBuffer();
18. **while** (i < nums.length && nums[i] >= '0' && nums[i] <= '9')
19. sbuf.append(nums[i++]);
20. values.push(Integer.parseInt(sbuf.toString()));
21. }
23. **else** **if** (nums[i] == '(')
24. ops.push(nums[i]);
26. **else** **if** (nums[i] == ')') {
27. **while** (ops.peek() != '(')
28. values.push(resultOperation(ops.pop(), values.pop(), values.pop()));
29. ops.pop();
30. }
32. **else** **if** (nums[i] == '+' || nums[i] == '-' || nums[i] == '\*' || nums[i] == '/') {
33. **while** (!ops.empty() && operationRangs(nums[i], ops.peek()))
34. values.push(resultOperation(ops.pop(), values.pop(), values.pop()));
36. ops.push(nums[i]);
37. }
38. }
40. **while** (!ops.empty())
41. values.push(resultOperation(ops.pop(), values.pop(), values.pop()));
43. **return** values.pop();
44. }
46. **public** **static** **boolean** operationRangs(**char** op1, **char** op2) {
47. **if** (op2 == '(' || op2 == ')')
48. **return** **false**;
50. **return** (op1 != '\*' && op1 != '/') || (op2 != '+' && op2 != '-');
51. }
53. **public** **static** **int** resultOperation(**char** op, **int** b, **int** a) {
54. **switch** (op) {
55. **case** '+':
56. **return** a + b;
57. **case** '-':
58. **return** a - b;
59. **case** '\*':
60. **return** a \* b;
61. **case** '/':
62. **if** (b == 0)
63. **throw** **new**
64. UnsupportedOperationException("На нуль делить нельзя!");
65. **return** a / b;
66. }
67. **return** 0;
68. }
70. **public** **static** **void** main(String[] args) {
71. Scanner input = **new** Scanner(System.in);
72. System.out.println("Введите арифметическое выражение через пробел: ");
73. String mathLine = input.nextLine();
74. System.out.print("Ответ: ");
75. System.out.println(Calculator.evaluate(mathLine));
76. }
77. }

**Результат выполнения программы:**

![](data:image/png;base64,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)

Практическая работа №10

**Бинарное дерево поиска. AVL дерево**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

*RedBlackTree.py:*

1. **import** sys

4. **class** Node():
5. **def** \_\_init\_\_(self, data):
6. self.data = data
7. self.parent = None
8. self.left = None
9. self.right = None
10. self.color = 1

13. **class** RedBlackTree():
14. **def** \_\_init\_\_(self):
15. self.TNULL = Node(0)
16. self.TNULL.color = 0
17. self.TNULL.left = None
18. self.TNULL.right = None
19. self.root = self.TNULL
21. **def** \_\_pre\_order\_helper(self, node):
22. **if** node != TNULL:
23. sys.stdout.write(node.data + " ")
24. self.\_\_pre\_order\_helper(node.left)
25. self.\_\_pre\_order\_helper(node.right)
27. **def** \_\_in\_order\_helper(self, node):
28. **if** node != TNULL:
29. self.\_\_in\_order\_helper(node.left)
30. sys.stdout.write(node.data + " ")
31. self.\_\_in\_order\_helper(node.right)
33. **def** \_\_post\_order\_helper(self, node):
34. **if** node != TNULL:
35. self.\_\_post\_order\_helper(node.left)
36. self.\_\_post\_order\_helper(node.right)
37. sys.stdout.write(node.data + " ")
39. **def** \_\_search\_tree\_helper(self, node, key):
40. **if** node == TNULL **or** key == node.data:
41. **return** node
43. **if** key < node.data:
44. **return** self.\_\_search\_tree\_helper(node.left, key)
45. **return** self.\_\_search\_tree\_helper(node.right, key)
47. **def** \_\_fix\_delete(self, x):
48. **while** x != self.root **and** x.color == 0:
49. **if** x == x.parent.left:
50. s = x.parent.right
51. **if** s.color == 1:
52. s.color = 0
53. x.parent.color = 1
54. self.left\_rotate(x.parent)
55. s = x.parent.right
57. **if** s.left.color == 0 **and** s.right.color == 0:
58. s.color = 1
59. x = x.parent
60. **else**:
61. **if** s.right.color == 0:
62. s.left.color = 0
63. s.color = 1
64. self.right\_rotate(s)
65. s = x.parent.right
67. s.color = x.parent.color
68. x.parent.color = 0
69. s.right.color = 0
70. self.left\_rotate(x.parent)
71. x = self.root
72. **else**:
73. s = x.parent.left
74. **if** s.color == 1:
75. s.color = 0
76. x.parent.color = 1
77. self.right\_rotate(x.parent)
78. s = x.parent.left
80. **if** s.left.color == 0 **and** s.right.color == 0:
81. s.color = 1
82. x = x.parent
83. **else**:
84. **if** s.left.color == 0:
85. s.right.color = 0
86. s.color = 1
87. self.left\_rotate(s)
88. s = x.parent.left
90. s.color = x.parent.color
91. x.parent.color = 0
92. s.left.color = 0
93. self.right\_rotate(x.parent)
94. x = self.root
95. x.color = 0
97. **def** \_\_rb\_transplant(self, u, v):
98. **if** u.parent == None:
99. self.root = v
100. **elif** u == u.parent.left:
101. u.parent.left = v
102. **else**:
103. u.parent.right = v
104. v.parent = u.parent
106. **def** \_\_delete\_node\_helper(self, node, key):
107. z = self.TNULL
108. **while** node != self.TNULL:
109. **if** node.data == key:
110. z = node
112. **if** node.data <= key:
113. node = node.right
114. **else**:
115. node = node.left
117. **if** z == self.TNULL:
118. **print**("Данный ключ не найден на дереве")
119. **return**
121. y = z
122. y\_original\_color = y.color
123. **if** z.left == self.TNULL:
124. x = z.right
125. self.\_\_rb\_transplant(z, z.right)
126. **elif** (z.right == self.TNULL):
127. x = z.left
128. self.\_\_rb\_transplant(z, z.left)
129. **else**:
130. y = self.minimum(z.right)
131. y\_original\_color = y.color
132. x = y.right
133. **if** y.parent == z:
134. x.parent = y
135. **else**:
136. self.\_\_rb\_transplant(y, y.right)
137. y.right = z.right
138. y.right.parent = y
140. self.\_\_rb\_transplant(z, y)
141. y.left = z.left
142. y.left.parent = y
143. y.color = z.color
144. **if** y\_original\_color == 0:
145. self.\_\_fix\_delete(x)
147. **def** \_\_fix\_insert(self, k):
148. **while** k.parent.color == 1:
149. **if** k.parent == k.parent.parent.right:
150. u = k.parent.parent.left  *# uncle*
151. **if** u.color == 1:
152. u.color = 0
153. k.parent.color = 0
154. k.parent.parent.color = 1
155. k = k.parent.parent
156. **else**:
157. **if** k == k.parent.left:
158. k = k.parent
159. self.right\_rotate(k)
160. k.parent.color = 0
161. k.parent.parent.color = 1
162. self.left\_rotate(k.parent.parent)
163. **else**:
164. u = k.parent.parent.right
166. **if** u.color == 1:
167. u.color = 0
168. k.parent.color = 0
169. k.parent.parent.color = 1
170. k = k.parent.parent
171. **else**:
172. **if** k == k.parent.right:
173. k = k.parent
174. self.left\_rotate(k)
175. k.parent.color = 0
176. k.parent.parent.color = 1
177. self.right\_rotate(k.parent.parent)
178. **if** k == self.root:
179. **break**
180. self.root.color = 0
182. **def** \_\_print\_helper(self, node, indent, last):
183. **if** node != self.TNULL:
184. sys.stdout.write(indent)
185. **if** last:
186. sys.stdout.write("R----")
187. indent += "     "
188. **else**:
189. sys.stdout.write("L----")
190. indent += "|    "
192. s\_color = "RED" **if** node.color == 1 **else** "BLACK"
193. **print**(str(node.data) + "(" + s\_color + ")")
194. self.\_\_print\_helper(node.left, indent, False)
195. self.\_\_print\_helper(node.right, indent, True)
197. **def** preorder(self):
198. self.\_\_pre\_order\_helper(self.root)
200. **def** inorder(self):
201. self.\_\_in\_order\_helper(self.root)
203. **def** postorder(self):
204. self.\_\_post\_order\_helper(self.root)
206. **def** searchTree(self, k):
207. **return** self.\_\_search\_tree\_helper(self.root, k)
209. **def** minimum(self, node):
210. **while** node.left != self.TNULL:
211. node = node.left
212. **return** node
214. **def** maximum(self, node):
215. **while** node.right != self.TNULL:
216. node = node.right
217. **return** node
219. **def** successor(self, x):
220. **if** x.right != self.TNULL:
221. **return** self.minimum(x.right)
222. y = x.parent
223. **while** y != self.TNULL **and** x == y.right:
224. x = y
225. y = y.parent
226. **return** y
228. **def** predecessor(self,  x):
229. **if** (x.left != self.TNULL):
230. **return** self.maximum(x.left)
232. y = x.parent
233. **while** y != self.TNULL **and** x == y.left:
234. x = y
235. y = y.parent
237. **return** y
239. **def** left\_rotate(self, x):
240. y = x.right
241. x.right = y.left
242. **if** y.left != self.TNULL:
243. y.left.parent = x
245. y.parent = x.parent
246. **if** x.parent == None:
247. self.root = y
248. **elif** x == x.parent.left:
249. x.parent.left = y
250. **else**:
251. x.parent.right = y
252. y.left = x
253. x.parent = y
255. **def** right\_rotate(self, x):
256. y = x.left
257. x.left = y.right
258. **if** y.right != self.TNULL:
259. y.right.parent = x
261. y.parent = x.parent
262. **if** x.parent == None:
263. self.root = y
264. **elif** x == x.parent.right:
265. x.parent.right = y
266. **else**:
267. x.parent.left = y
268. y.right = x
269. x.parent = y
271. **def** insert(self, key):
272. node = Node(key)
273. node.parent = None
274. node.data = key
275. node.left = self.TNULL
276. node.right = self.TNULL
277. node.color = 1
279. y = None
280. x = self.root
282. **while** x != self.TNULL:
283. y = x
284. **if** node.data < x.data:
285. x = x.left
286. **else**:
287. x = x.right
288. node.parent = y
289. **if** y == None:
290. self.root = node
291. **elif** node.data < y.data:
292. y.left = node
293. **else**:
294. y.right = node
296. **if** node.parent == None:
297. node.color = 0
298. **return**
300. **if** node.parent.parent == None:
301. **return**
303. self.\_\_fix\_insert(node)
305. **def** get\_root(self):
306. **return** self.root
308. **def** delete\_node(self, data):
309. self.\_\_delete\_node\_helper(self.root, data)
311. **def** pretty\_print(self):
312. self.\_\_print\_helper(self.root, "", True)

*startRBT.py:*

1. **from** RedBlackTree **import** RedBlackTree
2. rbt = RedBlackTree()

5. **def** menu():
6. x = int(input("**\n**Выберите действие с деревом:**\n**1 - Добавить элемент**\n**2 - Удалить элемент**\n**3 - Печать дерева**\n**Ввод: "))
7. **if** (x == 1):
8. rbt.insert(int(input("Введите число для добавления его на дерево: ")))
9. **print**("Число успешно добавлено на дерево!**\n**")
10. menu()
11. **elif** (x == 2):
12. rbt.delete\_node(
13. int(input("Введите число которое вы хотите удалить: ")))
14. **print**("Число успешно удалено из дерева!**\n**")
15. menu()
16. **elif** (x == 3):
17. **print**("**\n**R - right, L - left**\n**")
18. rbt.pretty\_print()
19. menu()
20. **else**:
21. **print**("Действие не найдено! Повторите ввод.")
22. menu()

25. **def** main():
26. numbers = list(
27. map(int, input("Введите числа для добавления их на дерево: ").split()))
29. **for** i **in** numbers:
30. rbt.insert(i)
32. menu()

35. **if** \_\_name\_\_ == "\_\_main\_\_":
36. main()

**Результат выполнения программы:**
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Практическая работа №11

**Вариант №7 – Цепное хеширование.** Страховой полис: номер, компания, фамилия владельца.

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

*Insurance.java:*

1. **public** **class** Insurance {
2. **int** number;
3. String company;
4. String surname;
6. **public** Insurance(**int** number, String company, String surname) {
7. **this**.number = number;
8. **this**.company = company;
9. **this**.surname = surname;
10. }
12. **public** **int** getNumber() {
13. **return** number;
14. }
16. @Override
17. **public** String toString() {
18. **return** "Insurance {" +
19. "number=" + number +
20. ", company='" + company + '**\'**' +
21. ", surname='" + surname + '**\'**' +
22. '}'+"**\n**";
23. }
24. }

*HashTable.java:*

1. **import** java.util.\*;
3. **public** **class** HashTable< E> {
4. ArrayList<LinkedList<E>>table;
5. **int** size;
7. **public** HashTable(**int** size) {
8. **this**.size = size;
9. **this**.table = **new** ArrayList<>(**this**.size);
11. **for**(**int** i=0;i < 10;i++){
12. table.add(**new** LinkedList<E>());
13. }
14. }
16. **int** hash(**int** value){
17. **return** (**int**)value%size;
18. }
20. **int** hash(E n) {
21. Insurance key = (Insurance) n;
22. **return** key.number % size;
23. }
25. **void** add(E b) {
26. table.get(hash(b)).addLast(b);
27. **if** (table.get(hash(b)).size() > 2) rehash();
28. }
30. **void** rehash(){
31. ArrayDeque<E> t =**new** ArrayDeque<>();
32. **for** (**int** i = 0; i < size; ++i) {
33. **for** (E el : table.get(i)) {
34. t.add(el);
35. }
36. }
37. size = size \* 2 + 1;
38. table.clear();
39. table = **new** ArrayList<>(size);
40. **for**(**int** i=0;i<size;i++){
41. table.add(**new** LinkedList<E>());
42. }
43. **while** (!t.isEmpty()) {
44. add(t.getFirst());
45. t.pop();
46. }
47. }
48. **void** search(**int** value){
49. **for**(E t:table.get(hash(value))){
50. Insurance c= (Insurance) t;
51. **if**(c.number == value){
52. System.out.println(c);
53. }
54. }
55. }
57. **void** delete(**int** value){
58. **for**(E t:table.get(hash(value))){
59. Insurance c= (Insurance) t;
60. **if**(c.number == value){
61. table.get(hash(value)).remove(t);
62. }
63. }
64. }
65. **void** print(){
66. **for**(**int** i=0;i<size;i++){
67. **if**(!table.get(i).isEmpty()) {
68. System.out.println(i+" : ");
69. **for** (**int** j = 0; j < table.get(i).size(); j++) {
70. System.out.println("**\t**"+table.get(i).get(j));
71. }
72. }
73. }
74. }
75. }

*StartInsurance.java:*

1. **public** **class** StartInsurance {
2. **public** **static** **void** main(String[] args) {
3. HashTable<Insurance> ht = **new** HashTable<>(10);
4. ht.add(**new** Insurance(123,"yandex","ivanov"));
5. ht.add(**new** Insurance(1005,"google","nikolaev"));
6. ht.add(**new** Insurance(5,"amazon","axenov"));
8. System.out.println("Вывод до рехеширования");
9. ht.print();
10. ht.add(**new** Insurance(2005,"netflix","ivanov"));
11. ht.add(**new** Insurance(3005,"tesla","nikolaev"));
13. System.out.println("Вывод после рехеширования");
14. ht.print();
15. System.out.println("**\n**");
17. ht.search(1005);
18. System.out.println("**\n**");
20. ht.delete(1005);
21. System.out.println("**\n**");
23. System.out.println("Вывод после удаления элемента");
24. ht.print();
25. }
26. }

**Результат выполнения программы:**
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Практическая работа №12

**Вариант №2 – Счет в банке.**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

*BankAccount.cpp:*

1. #include <iostream>
2. #include <string>
3. #include <fstream>
4. #include <vector>
5. using namespace std;
7. struct bank\_account
8. {
9. int num;
10. string name;
11. string surname;
12. string second\_name;
13. string address;
14. };
15. vector<bank\_account>bk;
17. void print\_data(bank\_account a)
18. {
19. cout << "Number : " << a.num << "**\n**Name : " << a.name << "**\n**Surname : " << a.surname << "**\n**Second Name : " << a.second\_name << "**\n**Address : " << a.address << endl;
20. cout << "\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**\n**";
21. }
23. void write\_data\_to\_file()
24. {
25. ofstream ou("bank.txt");
27. if (ou.is\_open())
28. {
29. for (int i = 0; i < bk.size(); i++)
30. {
31. bank\_account temp = bk[i];
32. ou << temp.num << " " << temp.name << " "<< temp.surname << " "<< temp.second\_name << " "<< temp.address<< "**\n**";
33. }
34. }
35. ou.close();
36. }
38. void write\_data\_to\_binary()
39. {
40. bank\_account temp;
41. ofstream out("binary.txt", ostream::binary);
42. for (int i = 0; i <bk.size(); ++i)
43. out.write((char\*)&bk.at(i), sizeof(bank\_account));
45. out.close();
46. }
48. void read\_data\_from\_binary\_file()
49. {
50. ifstream fin("binary.txt", istream::binary);
51. bank\_account temp;
52. for (int i = 0; i < bk.size(); i++)
53. fin.read((char\*)&bk.at(i), sizeof(bank\_account));
55. fin.close();
56. }
58. void print\_all\_data()
59. {
60. for (int i = 0; i < bk.size(); i++)
61. print\_data(bk[i]);
62. }
64. void find()
65. {
66. int a;
67. cout << "Input number of account, which you want to find: ";
68. cin >> a;
69. cout << endl;
70. for (int i = 0; i < bk.size(); i++)
71. {
72. if (bk[i].num == a)
73. print\_data(bk[i]);
74. }
75. }
77. void change()
78. {
79. int a;
80. string b;
81. cout << "Input number of account, which you want to change : ";
82. cin >> a;
83. cout << endl;
85. cout << "Input new name : ";
86. cin >> b;
87. cout << endl;
89. read\_data\_from\_binary\_file();
90. for (int i = 0; i < bk.size(); i++)
91. {
92. if (bk[i].num == a)
93. bk[i].name = b;
94. }
95. write\_data\_to\_binary();
96. }
98. void del()
99. {
100. int a;
101. cout << "Input number of account, which you want to delete : ";
102. cin >> a;
103. cout << endl;
104. read\_data\_from\_binary\_file();
106. for (int i = 0; i < bk.size(); i++){
107. if (bk[i].num == a)
108. bk.erase(bk.begin() + i);
109. }
110. write\_data\_to\_binary();
111. }
113. int main()
114. {
115. bank\_account first{1234567, "Ivan", "Ivanov", "Ivanov", "Perm"};
116. bk.push\_back(first);
118. bank\_account second{7654321, "Alex", "Alexandrov", "Sergeevich", "Moscow"};
119. bk.push\_back(second);
121. write\_data\_to\_file();
122. print\_all\_data();
123. cout << "\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**\n**";
125. write\_data\_to\_binary();
126. read\_data\_from\_binary\_file();
127. find();
128. cout << "\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**\n**";
130. change();
131. print\_all\_data();
132. cout << "\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**\n**";
134. del();
135. print\_all\_data();
136. }

**Результат выполнения программы:**
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Практическая работа №13

**Вариант №1 – Основные алгоритмы работы с графами.**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Задание:**

Составить программу реализации алгоритма Крускала построения остовного дерева минимального веса.

Выбрать и реализовать способ представления графа в памяти.

Предусмотреть ввод с клавиатуры произвольного графа.

Разработать доступный способ (форму) вывода результирующего дерева на экран монитора.

Провести тестовый прогон программы для заданного графа в соответствии с индивидуальным заданием

**Код программы:**

*Graph.java:*

1. **public** **class** Graph **implements** Comparable<Graph> {
2. **public** **int** A;
3. **public** **int** mass;
4. **public** **int** B;
6. Graph(**int** A, **int** mass, **int** B) {
7. **this**.A=A;
8. **this**.B=B;
9. **this**.mass=mass;
10. }
12. @Override
13. **public** **int** compareTo(Graph o) {
14. **if**(mass!=o.mass){
15. **return** mass<o.mass? -1:1;
16. }
17. **return** 0;
18. }
19. }

*SetGraph.java:*

1. **public** **class** SetGraph {
2. **int**[] number, rang;
4. SetGraph(**int** size) {
5. number=**new** **int**[size];
6. rang=**new** **int**[size];
7. **for**(**int** i=0;i<size;++i){
8. number[i]=i;
9. }
10. }
12. **int** set(**int** x) {
13. **return** x==number[x]? x:(number[x]=set(number[x]));
14. }
16. **boolean** merge(**int** A, **int** B){
17. **if**(set(A)==set(B))
18. **return** **false**;
20. **if**(rang[A]<rang[B])
21. number[A]=B;
23. **else** {
24. number[B]=A;
25. **if**(rang[A]==rang[B])
26. rang[A]++;
27. }
28. **return** **true**;
29. }
30. }

*StartKruskalsAlgorithm.java:*

1. **import** java.util.\*;
3. **public** **class** StartKruskalsAlgorithm {
4. **public** **static** **int** KruskalAlgorithm(ArrayList<Graph> graph) {
5. SetGraph union = **new** SetGraph(graph.size()+1);
6. Collections.sort(graph);
8. ArrayList<Graph> buff = **new** ArrayList<>();
9. **for**(Graph i: graph) {
10. **if**(union.merge(i.A,i.B)){
11. buff.add(i);
12. }
13. }
14. graph.clear();
15. graph.addAll(buff);
16. **return** 0;
17. }
19. **public** **static** **void** main(String[] args) {
20. ArrayList<Graph> graph = **new** ArrayList<>();
21. Scanner scanner = **new** Scanner(System.in);
22. **int** a,b,m;
24. System.out.println("Ввод ребер графа: ");
25. **while**(**true**){
26. a = scanner.nextInt();
27. **if**(a==0) **break**;
28. m = scanner.nextInt();
29. b = scanner.nextInt();
30. graph.add(**new** Graph(a,m,b));
31. }
32. System.out.println("Исходный граф: ");
33. **for** (Graph item : graph) {
34. System.out.println(item.A + "->" + item.B);
35. }
36. System.out.println(KruskalAlgorithm(graph));
37. System.out.println("Результат: ");
38. **for** (Graph value : graph) {
39. System.out.println(value.A + "->" + value.B);
40. }
41. System.out.println("В данной работе используется язык graphviz. Посмотреть граф можно на сайте graphvix.org.");
42. }
43. }

**Результат выполнения программы:**

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| *Исходный граф:* | *Результат:* |
|  |  |

Практическая работа №14

**Алгоритмы сжатия и кодирования данных.**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

1. #include <iostream>
2. #include <vector>
3. #include <list>
4. #include <string>
5. #include <algorithm>
6. #include <clocale>
7. #include <map>
8. #include <iomanip>
9. #include <queue>
10. using namespace std;
11. map<char, string> codes;
12. map<char, int> freq;
14. struct MinHeapNode
15. {
16. char data;
17. int freq;
18. MinHeapNode\* left, \* right;
20. MinHeapNode(char data, int freq)
21. {
22. left = right = NULL;
23. this->data = data;
24. this->freq = freq;
25. }
26. };

29. struct compare
30. {
31. bool operator()(MinHeapNode\* l, MinHeapNode\* r)
32. {
33. return (l->freq > r->freq);
34. }
36. };


40. void storeCodes(struct MinHeapNode\* root, string str)
41. {
42. if (root == NULL)
43. return;
44. if (root->data != '$')
45. codes[root->data] = str;
46. storeCodes(root->left, str + "0");
47. storeCodes(root->right, str + "1");
48. }

51. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap;
52. template<typename T> void print\_queue(T& q,int size)
53. {
54. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> q1=q;
55. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> q2 = q;
57. cout << "Алфавит: ";
58. while(!q.empty())
59. {
60. if (q.top() != NULL)
61. cout << setw(4) << q.top()->data << " ";
63. q.pop();
64. }
66. cout << endl << "Количество вхождений: ";
67. while (!q1.empty())
68. {
69. if (q1.top() != NULL)
70. cout << setw(4) << q1.top()->freq << " ";
72. q1.pop();
73. }
75. cout << endl << "Вероятность: ";
76. while (!q2.empty())
77. {
78. if (q2.top() != NULL)
79. cout << setw(4) << float(q2.top()->freq)/size << " ";
81. q2.pop();
82. }
84. cout << '**\n**';
85. }
86. void HuffmanCodes(int size)
87. {
88. struct MinHeapNode\* left, \* right, \* top;
90. for (map<char, int>::iterator v = freq.begin(); v != freq.end(); v++)
91. minHeap.push(new MinHeapNode(v->first, v->second));
92. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap2=minHeap;
93. print\_queue(minHeap2,size);
95. while (minHeap.size() != 1)
96. {
97. left = minHeap.top();
98. minHeap.pop();
99. right = minHeap.top();
100. minHeap.pop();
101. top = new MinHeapNode('$', left->freq + right->freq);
102. top->left = left;
103. top->right = right;
104. minHeap.push(top);
105. }
106. storeCodes(minHeap.top(), "");
107. }
109. void calcFreq(string str, int n)
110. {
111. for (int i = 0; i < str.size(); i++)
112. freq[str[i]]++;
113. }
115. string haffman\_code(string input)
116. {
117. string encodedString;
118. for (auto i : input)
119. encodedString += codes[i];
120. return encodedString;
121. }
123. void print\_table(string str)
124. {
125. cout << "Алфавит: ";
126. for (auto item : freq)
127. cout << setw(4) << item.first << " ";
129. cout << endl << "Количество вхождений: ";
130. for (auto item : freq)
131. cout << setw(4) << item.second << " ";
133. cout << endl << "Вероятность: ";
134. for (auto item : freq) {
135. cout.setf(std::ios::fixed);
136. cout << setprecision(2) << float(item.second)/str.length() << " ";
137. }
139. cout << endl;
140. cout << endl;
141. }
143. void sviaz\_codov()
144. {
145. for (auto s : codes)
146. cout << s.first << ": " << s.second << endl;
147. }
149. int dec2bin(int num)
150. {
151. int bin = 0, k = 1;
152. while (num)
153. {
154. bin += (num % 2) \* k;
155. k \*= 10;
156. num /= 2;
157. }
158. return bin;
159. }
161. string ascii\_code(string input) {
162. string asci = "";
163. for (int i = 0; i < input.size(); ++i) {
164. asci += to\_string(dec2bin((int(input[i]))));
165. }
166. return asci;
167. }
169. void results(string a) {
170. cout << "Коды символов: " << endl; sviaz\_codov();
171. cout << "Код по Хаффману: " << haffman\_code(a) << endl;
172. cout << "Длина кода по алгоритму Хаффмана: " << haffman\_code(a).length() << endl;
173. cout << "Код по ASCII: " << ascii\_code(a) << endl;
174. cout << "Длина кода по ASCII: " << ascii\_code(a).length() << endl;
175. cout << "Дисперсия " << ((float)haffman\_code(a).length() / ascii\_code(a).length()) << endl;
176. }
178. int main()
179. {
180. setlocale(LC\_ALL, "Russian");
181. string str = "nikolaevaxenov ivan sergeevich";
182. calcFreq(str, str.length());
183. print\_table(str);
184. HuffmanCodes(str.length());
185. results(str);
186. return 0;
187. }

**Результат выполнения программы:**
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Практическая работа №15

**Вариант №2 – Расстановка скобок.**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

1. #include <iostream>
2. #include <limits.h>
3. using namespace std;
5. void printParenthesis(int i, int j, int n, int \*bracket, char &name)
6. {
7. if (i == j)
8. {
9. cout << name++;
10. return;
11. }
13. cout << "(";
15. printParenthesis(i, \*((bracket + j \* n) + i), n, bracket, name);
17. printParenthesis(\*((bracket + j \* n) + i) + 1, j, n, bracket, name);
18. cout << ")";
19. }
21. void matrixChainOrder(int p[], int n)
22. {
23. int min[n][n];
24. int max[n][n];
26. for (int i = 1; i < n; i++)
27. {
28. min[i][i] = 0;
29. max[i][i] = 0;
30. }
32. for (int L = 2; L < n; L++)
33. {
34. for (int i = 1; i < n - L + 1; i++)
35. {
36. int j = i + L - 1;
37. min[i][j] = INT\_MAX;
38. max[i][j] = INT\_MIN;
39. for (int k = i; k <= j - 1; k++)
40. {
41. int q = min[i][k] + min[k + 1][j] + p[i - 1] \* p[k] \* p[j];
42. if (q < min[i][j])
43. {
44. min[i][j] = q;
45. min[j][i] = k;
46. }
48. if (q >= max[i][j])
49. {
50. max[i][j] = q;
51. max[j][i] = k;
52. }
53. }
54. }
55. }
57. char matrixName = 'A';
58. cout << "Оптимальная расстановка скобок: ";
59. printParenthesis(1, n - 1, n, (int \*) min, matrixName);
60. cout << "**\n**Минимальное количество скалярных операций : " << min[1][n - 1] << endl;
62. matrixName = 'A';
63. cout << "**\n**Неоптимальная расстановка скобок: ";
64. printParenthesis(1, n - 1, n, (int \*) max, matrixName);
65. cout << "**\n**Максимальное количество скалярных операций : " << max[1][n - 1];
66. }

69. int main()
70. {
71. setlocale(LC\_ALL, "Russian");
73. int arr[] = {5, 10, 3, 12, 5, 50, 6};
75. int n = sizeof(arr) / sizeof(arr[0]);
76. matrixChainOrder(arr, n);
78. return 0;
79. }

**Результат выполнения программы:**
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Практическая работа №16

**Вариант №6 – Реализовать задачу о рюкзаке методом ветвей и границ.**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

1. #include <iostream>
2. #include <algorithm>
3. #include <queue>
4. using namespace std;
6. struct Item
7. {
8. float weight;
9. int value;
10. };
12. struct Node
13. {
14. int level, profit, bound;
15. float weight;
16. };
18. bool cmp(Item a, Item b)
19. {
20. double r1 = (double) a.value / a.weight;
21. double r2 = (double) b.value / b.weight;
22. return r1 > r2;
23. }
25. int bound(Node u, int n, int knapsackWeight, Item arr[])
26. {
27. if (u.weight >= knapsackWeight)
28. return 0;
30. int profit\_bound = u.profit;
32. int j = u.level + 1;
33. int totalWeight = u.weight;
35. while ((j < n) && (totalWeight + arr[j].weight <= knapsackWeight))
36. {
37. totalWeight += arr[j].weight;
38. profit\_bound += arr[j].value;
39. j++;
40. }
42. if (j < n)
43. profit\_bound += (knapsackWeight - totalWeight) \* arr[j].value / arr[j].weight;
45. return profit\_bound;
46. }
48. int knapsack(int W, Item arr[], int n)
49. {
50. sort(arr, arr + n, cmp);
52. queue<Node> Q;
53. Node u, v;
55. u.level = -1;
56. u.profit = u.weight = 0;
57. Q.push(u);
59. int maxProfit = 0;
60. while (!Q.empty())
61. {
62. u = Q.front();
63. Q.pop();
65. if (u.level == -1)
66. v.level = 0;
68. if (u.level == n - 1)
69. continue;
71. v.level = u.level + 1;
72. v.weight = u.weight + arr[v.level].weight;
73. v.profit = u.profit + arr[v.level].value;
75. if (v.weight <= W && v.profit > maxProfit)
76. maxProfit = v.profit;
78. v.bound = bound(v, n, W, arr);
80. if (v.bound > maxProfit)
81. Q.push(v);
83. v.weight = u.weight;
84. v.profit = u.profit;
85. v.bound = bound(v, n, W, arr);
86. if (v.bound > maxProfit)
87. Q.push(v);
88. }
90. return maxProfit;
91. }
93. int main() {
94. setlocale(LC\_ALL, "Russian");
96. int W = 10;
97. Item arr[] = {{2,    40}, {3.14, 50}, {1.98, 120}, {5,    95}, {3,    30}};
98. int n = sizeof(arr) / sizeof(arr[0]);
100. cout << "Маскимальная стоимость: " << knapsack(W, arr, n);
102. return 0;
103. }

**Результат выполнения программы:**
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